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Abstract  

The purpose of this study is to uncover the Pedagogical Content Knowledge 
(PCK) of Computer Science Education, with focus on Programming. PCK has 
been defined as the knowledge that allows teachers to transform their 
knowledge of the subject into something accessible for their students. The core 
questions to uncover this knowledge are: what are the reasons for teaching 
programming?; what are the concepts taught in programming?; what are the 
most common difficulties/misconceptions students encounter while learning to 
program; and how can this topic be taught?. Some of the answers found are, 
respectively: enhancing students’ problem solving skills; programming 
knowledge and programming strategies; general problems of orientation; and 
possible ideal chains for learning computer programming.  

 
The 21st century is characterized by the ubiquitous presence of technology in 

everyday life. New generation students are surrounded by computer related instruments 
and will possibly do a job that has not been invented yet. Computing succeeded to 
conquer most of the aspects of our society and in order to fit in, people need to be 
versatile and adaptable to modern and future technology. This scenario emphasised the 
need to provide an education that can offer students and future adult the ability to 
understand and work with computer related instruments. Holmbe, Melver and George 
(2001) evidenced the existing need to broaden the effort of computer science educators 
to contribute to the knowledge of why computer science should be taught, what topics at 
all, how computer science should be taught, and for whom the teaching of computer 
science education is meant. The focus of this paper is on providing answers to these 
questions relative to a specific topic of computer science education, that is, 
programming.  
 

The answer to the four questions introduced lead to the understanding of the 
concept called Pedagogical Content Knowledge (PCK), (Shulman, 1986). PCK is a 
concept that combines the knowledge of the content (e.g., mathematics, computer 
science, etc.) to the knowledge of the pedagogy (e.g., how to teach mathematics, how to 
teach computer science, etc.), giving insights into educational matters relative to the 
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learning and teaching of a topic. Teachers with good PCK are teachers who can 
transform their knowledge of the subject into something accessible for the learners. 
 
Methodology Adopted for this Study 

The instrument of this study is the conceptual framework introduced by 
Grossman (1989, 1990) as it schematizes the PCK through simple and easy to use 
questions such as: why teach a certain subject?, what should be taught?, what are 
learning difficulties?, and how to teach?.  

 
 

 
Figure 1: Diagram of Grossman’s Conceptual Framework of PCK 

 
Pedagogical Content Knowledge (PCK) 

According to Shulman (1986), PCK includes "the most useful forms of 
representation of topics, the most powerful analogies, illustrations, examples, 
explanations, and demonstrations - in a word, the ways of representing and formulating 
the subject that make it comprehensible to others. Pedagogical content knowledge also 
includes an understanding of what makes the learning of specific topics easy or difficult: 
the conceptions and preconceptions that students of different ages and backgrounds 
bring with them to the learning of those most frequently taught topics and lessons."  
 

Saeli, Perrenet, Jochems and Zwaneveld (2011) stated that there is in fact, a 
difference between knowing how to program and being able to teach programming. The 
classroom, where learning and teaching occur, is a complex environment in which 
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several processes and actions happen. But when talking about PCK, a special attention 
should be spent on students’ learning. An aspect of PCK concerns the need teachers 
have to represent and formulate the subject, so that comprehension can occur. Research 
findings confirm that different learners have different learning styles (Rayner and 
Riding, 1997), and needs. This implies that there are no single most powerful forms of 
representation, the teacher must have at hand a veritable armamentarium of alternative 
forms of representation, some of which derive from research whereas others originate in 
the wisdom of practice. 
 

According to Saeli, et al (2011), an example in computer science could be the 
teachers’ knowledge about the concept of programming structures, and the need to 
formulate their knowledge in a way that can be easily understood by their students. All 
research in this domain agrees on claiming that PCK is a knowledge that develops with 
years of teaching experience (Rovegno, 1992; Grossman and Lynn, 1990). 
 
PCK of Programming 

The PCK of a subject is the knowledge that enables researchers and teachers to 
better understand the issues related to the teaching and learning of the subject and 
consequently, provide a better teaching. In this section, preliminary answers to the core 
questions uncovering the PCK of programming are provided, using the method 
described above. 
 
Why Teach Programming to Secondary School Students? 

Soloway (1993) answered this question by arguing that in learning to program 
one learns powerful problem-solving/design/thinking strategies. This is because when 
students program, they first need to find a solution to a problem, and then they need to 
reflect on how to communicate their solution to the machine, using syntax and grammar, 
through an exact way of thinking (Papert, 1980; Szlávi and Zsakó, 2006). The latter 
contributes to the students’ natural language skills because they are required to learn to 
tell, in an unambiguous way, what they want the computer – an unintelligent machine – 
to perform 
(Hromokovic, 2006). 

Programming involves the ability to generate a solution to a problem. 
Generating solutions means that one of the learning outcomes is the ability to solve 
problems and also, if the problem is a big problem, the ability to split the problem into 
sub problems and create a generalizable central solution. In addition, the student 
achieves the ability to create usable, readable and attractive solutions. 
 

Problem solving skills can be deployed to solve “realistic” problems in various 
domains together with the computing goals (Sims-Knight and Upchurch, 1993; Dagiene, 
2005). Transferability of these and other skills is the argument that brought Feurzeig and 
his colleagues (Feurzeig, Papert, Bloom, Grant, Solomon, 1970) to introduce 
programming as a way to help students to understand mathematics concepts such as: 
rigorous thinking, variable, function, decomposition, debugging and generalization. 
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Syslo and Kwiatkowska (2006) went further by exploring those mathematics concepts 
that can benefit from programming, but which have not be included in the (Polish) 
secondary school curriculum yet. Besides transferability of skills, when learning to 
program, students also acquire a sense of mastery over a technological instrument and 
establish contact with some of the deepest ideas of different disciplines such as: science, 
mathematics and the art of intellectual model building (Papert, 1980). Moreover, 
programming is a new generation subject, which brings together pieces from different 
areas such as: linguistics, mathematics and economics (Mulder, 2002). This 
completeness gives students the opportunity to be faced with a multi-disciplinary subject 
that connects different aspects in a single class. Students could experience the 
opportunity to delve deeper into previously acquired knowledge. 
 
What Should be Taught? 

By answering this question we aim to understand what are the core concepts of 
programming students need to learn. Decisions about what it is, that needs to be taught 
are usually taken by curriculum and examinations designers. In Computer science, 
efforts to define a suitable curriculum have been made since the late ‘60s (Atchison, 
Conte, Hamblen, Hull, Keenan, Kehl, 1968). However, the different curricular 
representations (Van den Akker and Voogt, 1994) should be considered, including: the 
ideal curriculum, which refers to the original ideas and intentions of the designers; the 
formal curriculum, denoting the written curriculum (documents, materials); the 
perceived curriculum, indicating the interpretation of the users, especially the teachers of 
the curriculum; the operational curriculum, identifying the actual instruction process in 
the classroom; and the experiential curriculum, which represents students’ reactions and 
outcomes.  
 

According to Romeike (2008), the core of programming is all about problem 
solving and creating a program as solution. In programming, two kinds of knowledge 
can be distinguished, namely program generation and program comprehension (Van 
Merriënboer and Krammer, 1987; Robins and Rountree, 2003; Mannila, 2007). In the 
first case, the programmer analyzes the problem, produces an algorithmic solution, and 
then translates this algorithm into a program code. This means that students should be 
coached in the process of problem solving, reflection on this process, and in the 
development of algorithmic ways of thinking (Feurzeig, Papert, Bloom, Grant and 
Solomon, 1970; Resnick and Ocko, 1990; Sims-Knight and Upchurch, 1993). As for 
program comprehension, the programmer is asked to give a demonstration of his/her 
understanding of how a given program works. The teaching in secondary school of 
program generation and program comprehension is considered very important. Programs 
are a set of instructions that computers execute in order to perform a task and are written 
in a programming language.  
 

In the process of learning to program, Govender (2006) identified from a 
technical point of view, three main aspects students need to learn: data, instructions and 
syntax. Data refers to the concepts of variables and data types for procedural 
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programming and objects involving attributes and actions for object oriented (OO) 
programming. As for instructions, the needed understanding is about control structures 
and subroutines for the procedural programming, and interacting objects and methods in 
the case of OO programming. Syntax denotes the group of rules that determine what is 
allowed and what is not within a programming language. Syntax rules determine what is 
called the vocabulary of the language, how programs can be constructed using 
techniques such as loops, branches and subroutines. 
 

Govender’s classification, however, does not take care of the modularity and 
abstraction aspects of programming, as for example Abelson and Sussman (1996) do. 
They identify three main aspects: primitive expressions, representing the simplest 
entities that a language is concerned with; means of combination, by which compound 
elements are built from simpler ones; and means of abstraction, by which compound 
elements can be named and manipulated as units. These three aspects deal with two 
kinds of elements: data and instructions. By using these three mechanisms in 
combination with each other, it is possible to formulate complex programs, starting from 
simpler ones. 
 

A final aspect, equally important, is the semantic of a program, also referred to 
as the meaning of a program. A semantically correct program is a program that performs 
the required task. Programs written with different syntax can perform the same semantic 
task. 
 
What are the Learning Difficulties of Beginning Programmers? 

Because of the complexity of individuals, different students will have different 
needs and difficulties. It is well known that many students have difficulties in learning 
programming. Programming is a very complex subject that requires effort and a special 
approach in the way it is learned and taught (Van Diepen, 2005; Govender, 2006) and 
often, novice programmers hold misunderstanding and misconceptions. In early stages 
of the learning process, a correct program often results as an unexpected surprise 
(DuBoulay, 1989).  
 

DuBoulay (1989) identified five kinds of difficulties/areas which have a certain 
degree of overlap in the learning/teaching of programming, and these are:  
(i) Orientation, finding out what programming is useful for and what the benefits 

of learning programming are.  
(ii)  The Notional Machine understanding the general properties of the machine 

that one is learning to control and realizing how the behaviour of the physical 
machine relates to the notional machine.  

(iii)  Notation: which includes the problems of aspects of the various formal 
languages such as syntax and semantics.  

(iv)  Structures, understanding the schemas or plans that can be used to reach 
small-scale goals (e.g., using a loop).  
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(v)  Mastering the pragmatics of programming (learning the skill to specify, 
develop, test and debug a program using the available tools). 

 
From a student-computer relationship point of view, Pea (1986) identified the 

existence of persistent conceptual language-independent “bugs” in how novices program 
and understand programs. The starting point of the analysis of conceptual “bugs” is that 
students have a tendency to converse with a computer as if it were a human (considered 
also as the superbug), with consequences such as expecting the computer to interpret 
students’ conversations. Pea (1986), distinguished three different kinds of conceptual 
“bugs”: the parallelism bug, which refers to the assumption that different lines in a 
program can be active or somehow known by the computer at the same time, or in 
parallel. Another bug is the intentionality bug, for which students believe that computers 
“go beyond the information given” in the lines of programming code being executed 
when the program is run. The last bug, egocentrism, refers to students’ assumption that 
there is more of their meaning for what they want to achieve in the program than is 
actually present in the code they have written (e.g., “Don’t print what I say, print what I 
mean!”). Students’ conceptions do not guide their attention to consider these problems 
as relevant reasons for their programs not working as planned. 
 

Another problem students could face is the paradigm shift (Kölling, 1999; 
Mazaitis, 1993) in cases where their teacher proposes them to learn more than one 
programming language with different paradigms (e.g., procedural and object oriented), 
although this is not advisable in an introductory course at secondary school level. 
Students usually encounter problems in passing from one paradigm to another, 
especially from the procedural to the object oriented (but not the vice versa). 
 

Regarding the acquisition of problem solving skills, Ginat (2006) and Weigend 
(2006) agreed that students tend to maintain local, limited-insight points of view of the 
problem, leading often to undesirable and erroneous outcomes. Also, Weigend (2006) 
observed, even when finding a mental or practical solution to a problem, students fail to 
write a correct program that does the job. The reason might be that students are not 
trained to translate mental intuitions in a communicative way, or might be connected 
with the semantic of a program. 
 

Semantic is also considered to be a problematic aspect of programming. This is 
because it requires the student to put together different parts of a program (variables, 
expressions, statements, control structure, objects and methods) into a working solution. 
Semantic is closely related to the debugging activity and the related correctness of a 
program (Pea and Kurland, 1983), a concept introduced by Dijkstra (1968, 1972). When 
teachers choose a programming language offering a more complex syntax, students will 
be faced with both semantic and syntax difficulties (Mannila, Peltomaki & Salakoski, 
2006). 
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How should Programming be Taught? 
In attempting to provide answer to this question, efforts are made to understand 

what the best approaches to introduce students into the learning of programming are, not 
only to prevent the above mentioned difficulties/misconceptions, but also to hook 
students’ motivation in an effective and engaging way.  
 

Hromovic (2006) suggested that programming be seen as a skill to communicate 
in an unambiguous way, a set of instructions to an unintelligent computer. If this process 
could take place by means of a relatively simple programming language offering a 
simpler syntax than other commonly used programming languages, students could focus 
more on the semantic aspect of the program and produce fewer syntax errors (Mannila 
et. al., 2006).  
 

Another way to start this learning process could be by the use of practical 
examples, such as rewriting recipes for cooking for a cooking machine (Hromovic, 
2006). The process should lead students to write at first, simple programs, and then 
combine the simple solutions together to obtain solution to more complicated problems 
(Abelson and Sussman, 1996). This approach has the twofold purpose to let the student 
not only experience the historical development, but also learn the concept of modularity 
and reusability. Writing a set of instructions to solve a problem is the definition of 
algorithm. To achieve algorithmic thinking students should solve many problems which 
should be chosen independently from any programming language (Futschek, 2006), and 
should follow some pedagogical principles (Romeike, 2008). In fact, algorithmic 
thinking can be successfully introduced without the aid of a computer at all (Curzon and 
McOwan, 2008). However, it happens that students fail to translate their correct 
reasoning into an unambiguous set of instructions for the machine. To overcome this, 
students could be coached in analysing their intuitions and connecting them to the 
designated task (Weigend, 2006). 
 

Linn and Dalbey (1989) suggested an ideal chain for learning computer 
programming, which gradually goes from program comprehension and ends with 
program generation. The chain has three main links: single language features, design 
skills, and general problem-solving skills. According to Linn and Dalbey (1989), the 
ideal chain should start with the understanding of the language features, knowledge that 
can be assessed by asking students to reformulate or change a language feature in a 
program so that the program does something slightly different. The second link of the 
chain consists of design skills, which are a group of techniques used to combine 
language features to form a program. This chain link also includes templates 
(stereotypical patterns of code that use more than a single feature) and procedural skills 
(used to combine templates and language features in order to solve new problems, 
including planning, testing and reformulating). The third link of the chain, problem-
solving skills, is useful for learning new formal systems. Problem-solving skills can be 
assessed by asking students to solve problems using an unfamiliar formal system such as 
a new programming language. Though this chain of cognitive accomplishment requires 
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an extensive amount of time, it forms a good summary of what could be meant by deep 
learning in introductory programming (Robins, Rountree & Rountree, 2003). 
 

To provide students with a framework for understanding, some model or 
description of the machine should be introduced, where a model should be designed 
around each group of amateur learners, distinguished either for their age, background or 
kind of studies (Du Boulay, O’Shea & Monk, 1989). Students working with such models 
excelled at solving some kind of problem more than students without the model (Mayer, 
1989). An example could be the metaphor of a black box inside the glass box as a way 
to present computing concepts to novices. The reason is that novices start programming 
with very little idea of the properties of the notional machine implied by the language 
they are learning. 
 

The previous approaches mostly deal with the difficulties and misconceptions 
presented in the previous section. A look at approaches which aim at teaching 
programming in an engaging way, reference should be made to the family of 
programming environments and suited programming languages developed with the main 
goal of introducing students to the programming practice in active and motivating 
scenarios. These environments have been specially designed to ameliorate the 
difficulties students usually encounter when learning to program with normal 
programming languages (Mannila et al., 2006). The list is quite long and the first efforts 
have been already made in the early ‘70s. Among the most popular are Logo and its 
derivates (Feurzeig et al., 1970; Papert, 1980), initially designed to teach mathematics, 
which has the focus to enhance problem solving skills; Scratch (Curzon & McOwan, 
2008) which, based on a metaphor of building bricks and offering much of the same 
functionality as Logo, allows students to create syntactically correct program, and leaves 
the students to focus on the semantic aspect; and finally the more modern Alice 
Greenfoot and Gamemaker (Cooper, Dann,  & Pausch, 2003; Kölling and Henriksen, 
2005). These learning environments find their basis in Piaget’s model of children’s 
learning where students are fostered to build their own intellectual structures, if provided 
with the right material. It is then the teacher’s task to find suitable 
support/stimuli/learning material to use with each of these tools. Some of these 
languages and environments, however, might not include some structures or topics 
important to the learning of programming (Murnane and McDougall, 2006). 
 
Conclusion 

There are different reasons why learning programming is inherently difficult. 
Programming requires not a single, but a set of skills. Those skills form a hierarchy and 
a programmer will be using many of them at any point in time. The most important skill 
for beginning programming students is to develop their problem solving abilities. This 
means developing a computational environment mainly based on problem solving 
activities from different domains. When the student reaches a higher competence level 
in generic problem solving, the environment starts to propose typical programming 
problems. This seems to be the best approach as programming education should be 
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preceded by the development of a sound problem solving competence. The environment 
also tries to adapt itself to each particular student characteristics, namely taking into 
consideration her/his previous work and preferred learning style when selecting 
activities and interaction modes that will be used with that particular student.  
 

The task in portraying the PCK of programming will be to find the answers not 
only from a general point of view (programming in general), but from the perspective of 
each of the most frequently taught topics, which are at the heart of learning to program 
(e.g., variables, functions, etc.). An example will be answering the four questions 
regarding the teaching of problem solving skills. Despite the fact that some of these 
answers are available for some concepts, most have still to be studied. Therefore, this 
paper calls for more research to portray the PCK of the most commonly taught 
programming topics. 
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